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Testing interval arithmetic libraries: why

Interval arithmetic is used to get guarantees on numerical results. In-
deed, it provides an anclosure of the sought result. However, the user
must trust the library implementing interval arithmetic that is em-
ployed to solve the given problem. What guarantees that this library
is correct? Formal proof is a desirable approach, and in particular it is
available within the CoqInterval library [1]. Another, complementary,
approach consists in testing the library: it covers aspects that are usu-
ally not covered by formal proof, such as the specifics of the language,
compiler (with the notable exception of CompCert [2]) or hardware.

Unit tests

In what follows, only unit tests will be considered, and tests that are
complete applications will not be discussed, see [3] for a first step in
this direction. Unit tests target only one function of the library at
a time; typically, they consist of a list of test cases, that is, of input
values along with the expected output values: one checks whether the



function returns the expected output values for each input arguments.
If this is the case, the function passes the test.

Testing interval arithmetic libraries: how

The goal of this talk is to discuss the di↵erent aspects that unit tests
should cover, and how to devise corresponding test cases, with a spe-
cific focus on compliance with the IEEE 1788-2015 standard for interval
arithmetic [4]. The ultimate goal would be to create a collection of test
cases for each function required or recommended by this standard, and
to share them. We emphasize that this collection should be easy to
use for libraries written in di↵erent programming languages, such as
MPFI [5] written in C, libieee1788 [6] written in C++, JInterval [7]
written in Java, Intlab [8] available in MatLab, Octave/interval [9]
written in Octave or JuliaIntervals/IntervalArithmetic.jl [10] written
in Julia. We will survey two approaches in this direction, namely JIn-
terval [11] and ITF-1788 [12], and discuss their limitations. An even
more desirable goal would be to design a generator of test cases, we
will discuss this point as well.
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